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# Introduction

# Présentation de la solution

## Diagramme de classes

## Implémentation

### Implémentation des classes

Pour implémenter la classe GestionnaireSuggestion, nous avons tout d’abord commencé par créer la fonction SuggestionMots qui prend en paramètre le lexique dans lequel il doit chercher ainsi que le mot entré par l’utilisateur. La première chose que cette fonction fait c’est de vérifier si le mot entré par l’utilisateur fait partie du lexique. S’il ne le trouve pas, il indiquera qu’il n’y a pas de suggestions, sinon, il continu.

Une fois que le nœud contenant le mot entré par l’utilisateur a été trouvé, nous avions besoin d’une fonction récursive capable de trouver à travers le lexique les mots existant dans les nœuds du sous-graphe commençant par le nœud trouvé. Cette fonction, prend en paramètre un vecteur par référence afin que ce soit toujours le même tableau qui est modifié et non une copie à chaque fois et le nœud de départ. Ensuite, il parcourt chacune des branches en profondeur et à chaque fois qu’il rencontre un nœud qui est un mot, il l’ajoute dans le tableau. Finalement, lorsqu’il a fini de parcourir le sous arbre ou que le tableau contient dix suggestions, il quitte la fonction et les retournes.

# Difficultés rencontrées

Une première difficulté que nous avons eu a été causé par la séparation de tâches. Il fallait que nous trouvions une façon de tester nos fonctions pendant que la personne en charge finisse sa fonction pour importer un lexique. Pour pallier à cette difficulté, nous avons créé un petit lexique temporaire.

//AJOUTER LEXIQUE

Lors de l’implémentation de la fonction suggestion, nous avons rencontré deux difficultés. La première était de trouver une façon de parvenir à ce que le terminal se mettre à jour à chaque fois que l’utilisateur change le texte écrit. La stratégie que nous avons utilisée pour contrer cette difficulté, a été de créer une fonction où l’utilisateur doit appuyer sur la touche retour pour obtenir ces suggestions. Lorsque nous étions certains que la fonction était fonctionnelle, c’est à ce moment-là que nous nous sommes attarder à la mise à jour dans le terminal. Nous avons pris la décision de faire une interface graphique à l’aide du logiciel QT puisqu’il offre une fonctionnalité qui appelle une fonction lorsqu’une boite de texte est modifiée.

La deuxième difficulté pour la fonction suggestion a été de trouver une fonction récursive qui se promène dans le lexique. Afin de simplifier la tâche, nous avons tout d’abord implémenter une fonction qui cherche un nœud contenant le terme entré par l’utilisateur. En faisant cela, la recherche de suggestions devenait plus optimale puisqu’il aura juste à chercher des suggestions dans ce sous-graphe. De plus, en faisant cela, on pouvait aussi déjà retourner à l’utilisateur qu’il n’y a pas de suggestions puisque le nœud qu’il a entré n’existe pas. Par après, nous avons lancé une autre fonction qui se promène en profondeur dans le sous-graphe afin d’arriver à trouver tous les nœuds terminaux et qu’il arrête au moment qu’il a trouvé dix suggestions ou que le sous-graphe a fini d’être parcouru.

//AJOUTER AUTRES FONCTIONS

# Conclusion